# ENPM809W - Introduction to Secure Coding

## Lab - 4 – Defense Lab – Secure Cryptography

*Author: Syed Mohammad Ibrahim*

*UID: iamibi*

*Email:* [*iamibi@umd.edu*](mailto:iamibi@umd.edu)

## Phase 1: Fixing Password Storage

1. Provide the URL of the WebGoat.NET application page where you are exercising the question. Do not include any query parameters or any other special characters in the answer.

http://localhost:52251/WebGoatCoins/CustomerLogin.aspx

1. For the given CWE-ID, Filename, Line Number of the weakness identified in the previous Attack Lab, describe how you intend to fix the weakness. This can be as detailed as possible to explain how it will address the weakness.

I am going to replace the Encoder.Encode method with a secure hashing algorithm SHA-256 with secure random salt of 64-bytes per password. To implement this, I would require rebuilding the database and change the schema of CustomerLogin since we must update all the passwords with their respective hash digests and store salt in a new column. Apart from this, I will be sanitizing the input of any HTML tags.

1. Describe why your intended fix will address the weakness (either directly or indirectly) and whether to your knowledge it will prevent future attacks along the lines of the attack vector used in the previous lab. This can be as detailed as possible to explain why it will address the weakness.

Since the passwords are now converted to hash digests, it will be difficult to analyze as to what the passwords are, in contrast to just using Base64 decoder priorly. This significantly improves the password storing and verification mechanism. The verification now happens by generating a hash digest using the same salt of the user and then comparing the stored hash with the generated hash. This way, the password is secured at multiple levels.

P.S.: To test the functionality please rebuild the database.

1. List all the paths with filenames you are changing to implement the fix for the weakness.

* C:\Users\student\Workspace\webgoat\WebGoat\App\_Code\DB\MySqlDbProvider.cs (Updated IsValidCustomerLogin() and UpdateCustomerPassword())
* C:\Users\student\Workspace\webgoat\WebGoat\App\_Code\DB\DbMigrationScript.cs (New)
* C:\Users\student\Workspace\webgoat\WebGoat\App\_Code\Hashing\_Utility\PasswordWithSaltHasher.cs (New)
* C:\Users\student\Workspace\WebGoat\WebGoat\DB\_Scripts\create\_webgoatcoins.sql (Modified the CustomerLogin schema)
* C:\Users\student\Workspace\WebGoat\WebGoat\DB\_Scripts\create\_webgoatcoins\_sqlite3.sql (Modified the CustomerLogin schema)
* C:\Users\student\Workspace\webgoat\WebGoat\DB\_Scripts\datafiles\customerlogin.txt (Updated the user passwords and added salts)

1. Commit ID: c87df7c653263e4c7c4f240edc60bad0edc91e8b

## Phase 2: Correct and Strong Hashing

1. Provide the URL of the WebGoat.NET application page where you are exercising the question. Do not include any query parameters or any other special characters in the answer.

http://localhost:52251/WebGoatCoins/CustomerLogin.aspx

1. For the given CWE-ID, Filename, Line Number of the weakness identified in the previous Attack Lab, describe how you intend to fix the weakness. This can be as detailed as possible to explain how it will address the weakness.

As the last hashed passwords provided were cracked using Hashcat, I updated the same algorithm to use better standards, that is, using Rfc2898DeriveBytes with 512-bit salt and 100,000 iterations of PBKDF2. This makes breaking the hash difficult and would take a lot of time and resources to be cracked. Apart from this, sanitized the input text to escape any HTML tags if passed in.

1. Describe why your intended fix will address the weakness (either directly or indirectly) and whether to your knowledge it will prevent future attacks along the lines of the attack vector used in the previous lab. This can be as detailed as possible to explain why it will address the weakness.

The intended fix securely generates a secure random 512-bit salt per password and a digest which is derived from Key Derivative Function (PBKDF2) having 100,000 iterations. As of now, this is assumed to be a secure standard and will take a lot of time and resources to be cracked. I used this algorithm from ASP.NET core Rfc2898DeriveBytes which implements it. Using this algorithm, I recomputed all the hash digests for the passwords and created a new column in the existing table to store the random salt per password. To finally update the database with the new hashes, I used Rebuild database functionality to fill up the database with the new entries from customerlogin.txt. More details in the code comments.

P.S.: To test the changes, please Rebuild the database after checking out the branch.

1. List all the paths with filenames you are changing to implement the fix for the weakness.

* C:\Users\student\Workspace\webgoat\WebGoat\App\_Code\HashingAlgorithm.cs (New)
* C:\users\student\workspace\webgoat\WebGoat\App\_Code\DB\DatabaseMigration.cs (New)
* C:\Users\student\Workspace\webgoat\WebGoat\App\_Code\DB\MySqlDbProvider.cs: IsValidCustomerLogin() and UpdatedCustomerPassword()
* C:\Users\student\Workspace\WebGoat\WebGoat\DB\_Scripts\create\_webgoatcoins.sql (Modified the CustomerLogin schema)
* C:\Users\student\Workspace\WebGoat\WebGoat\DB\_Scripts\create\_webgoatcoins\_sqlite3.sql (Modified the CustomerLogin schema)
* C:\Users\student\Workspace\webgoat\WebGoat\DB\_Scripts\datafiles\customerlogin.txt (Updated the user passwords and added salts)

1. Commit ID: 30fa88f322ba69b79ddff73e5b53ca84c3f72525

## Phase 3: Secure RNGs

1. Provide the URL of the WebGoat.NET application page where you are exercising the question. Do not include any query parameters or any other special characters in the answer.

https://github.com/osorin/srp4net/blob/master/SRP/SRP.cs#L91

1. For the given CWE-ID, Filename, Line Number of the weakness identified in the previous Attack Lab, describe how you intend to fix the weakness. This can be as detailed as possible to explain how it will address the weakness.

Using a secure random generator provided by the System.Security.Cryptography library, we can use RNGCryptoServiceProvider class to generate secure random bytes of fixed length.

1. Describe why your intended fix will address the weakness (either directly or indirectly) and whether to your knowledge it will prevent future attacks along the lines of the attack vector used in the previous lab. This can be as detailed as possible to explain why it will address the weakness.

The fix will make sure that secure random bytes are generated. These bytes can be converted to an integer by the methods available in C# library.

1. List all the paths with filenames you are changing to implement the fix for the weakness.

* https://github.com/osorin/srp4net/blob/master/SRP/SRP.cs

1. Change line of code:
   1. using System.Security.Cryptography;
   2. Change the line at <https://github.com/osorin/srp4net/blob/master/SRP/SRP.cs#L91> to use the following piece of code

RNGCryptoServiceProvider rngCryptoServiceProvider = new RNGCryptoServiceProvider();

byte[] randomBytes = new byte[\_nbits];

rngCryptoServiceProvider.GetBytes(randomBytes);

The randomBytes array can be converted to BigInteger or whichever datatype is required.

## Phase 4: Using CPSA to identify cryptographic protocol vulnerabilities

1. Provide the URL of the WebGoat.NET application page where you are exercising the question. Do not include any query parameters or any other special characters in the answer.

N/A

1. For the given CWE-ID, Filename, Line Number of the weakness identified in the previous Attack Lab, describe how you intend to fix the weakness. This can be as detailed as possible to explain how it will address the weakness.

The MITM weakness in the Item 4 is that the attacker has access to basic data and can act as a sender for a genuine user.

(defskeleton dh\_mim

(vars (n text) (y x rndx))

(defstrand init 3 (n n) (h (exp (gen) y)) (x x))

(defstrand resp 3 (n n) (h (exp (gen) x)) (y y))

(precedes ((0 0) (1 0)) ((0 2) (1 2)) ((1 1) (0 1)))

(absent (y (exp (gen) x)))

(pen-non-orig y x)

(uniq-gen y x)

(uniq-orig n)

(operation nonce-test (displaced 2 0 init 1) (exp (gen) x-0) (1 0))

(label 4)

(parent 1)

(unrealized)

(shape)

(maps

((0 1) ((n n) (hx (exp (gen) x)) (hy (exp (gen) y)) (x x) (y y))))

(origs (n (0 2))))

1. Describe why your intended fix will address the weakness (either directly or indirectly) and whether to your knowledge it will prevent future attacks along the lines of the attack vector used in the previous lab. This can be as detailed as possible to explain why it will address the weakness.

An attacker with enough basic data can imitate a legitimate user and act as a sender between two parties. This can cause the receiver to be tricked and send critical information to the attacker.

1. List all the paths with filenames you are changing to implement the fix for the weakness.
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Description automatically generated](data:image/png;base64,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)
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